Massachusetts Institute of Technology
6.005: Elements of Software Construction
Fall 2011
Quiz 2
November 21, 2011

Name: S OLUTIONS

Athena User Name:

Instructions

This quiz is 50 minutes long. It contains 7 pages (including this page) for a
total of 100 points. The quiz is closed-book, closed-notes.

Please check your copy to make sure that it is complete before you start.
Turn in all pages, together, when you finish. Write your name on the top of
every page. Please write neatly. No credit will be given if we cannot read
what you write. Good luck!

Question Name Page Maximum Points

Points Given
Design Patterns 2 20
Interpreter/Visitor 3 16
Map/Filter/Reduce 4 12
Concurrency 5 16
Deadlock 6 16
Thread Safety [ 20
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Design Patterns [20 pts]

For each of the following statements, name the design pattern that it best describes, from the list
below.

Interpreter
Visitor
Event Listener
Map/Filter/Reduce
Client/Server
Model/View/Controller
Composite
You may use a design pattern more than once in your answers. If you're torn between two best
answers, you can give both, but in that case you should justify both answers.
(a) This design pattern produces tree-like data structures.
Composite
Interpreter or Visitor given partial credit, because these are often
used to write producers of a tree-like datatype

(b) This design pattern is used for operating over sequences of elements.

Map/Filter/Reduce

(c) This design pattern uses higher-order functions.
Map/Filter/Reduce

Visitor also given full credit, because a Visitor is a functional object
(d) This design pattern is used to separate concerns in user interfaces.
Model/View/Controller

Event Listener also given full credit, because events decouple models from views
and input from output

(e) This design pattern is used for message passing over a network.

Client/Server

(N}
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Interpreter/Visitor [16 pts]
You want to write a program to perform operations on all your Foos.
A Foo can perform lots of different tricks, like bazzle and glibble.

There are (and will always be) exactly 4 types of Foo, each of which does something different
when they bazzle or glibble.

But every so often your Foos learn a new trick, and you must update your program to include the
new operation.

For example, last week your Foos learned how to joople.

a) Would it be better to use the interpreter pattern or the visitor pattern for implementing the
datatype representing a Foo?

Visitor, because the variants of the Foo datatype are fixed, but new operations
appear from time to time.

b) Assuming you designed your program according to your choice in part (a), now you want to
add the joople operation. Explain what classes and methods you will change, or what classes
and methods you would add, in order to support the joople operation.

Add a JoopleVisitor class implementing the Foo's Visitor interface. JoopleVisitor
needs to define a visit() or on() method for each of the four variants of Foo.
(Optional: also add a static method that makes it easy to call joople on a Foo, by
encapsulating the construction of the JoopleVisitor.)
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Map/Filter/Reduce [12 pts]
Suppose you want to rewrite the following Python code using map, filter, and reduce:

def ssp(list): # sum of squares of positive numbers in list

result = 0
for- % an lists
if % > 03
result += x*x
return result

Fill in the blanks in the map/filter/reduce version below.

def ssp(list): # sum of squares of positive numbers in list
return reduce(r, map(m, filter(f, list)), 0)

def £ P )
return x > 0

def m( ® ) :
return RO

def r({ Fip. N )

return X + vy
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Concurrency [16 pts]
Read the following code:

public static void main() {
Thread tl1 = new Thread(new Runnable() {
public void run() {
System.out.print ("0");
System.out.print ("Y");
}
by
Thread t2 = new Thread(new Blue());
System.out.print ("R");
El.starcti(}):
System.out.print ("G");
t2.start();
System.out.print ("1");
tl.join();
System.out.print ("V");
t2.join();
System.out.print ("K");
}

public static class Blue implements Runnable {
public void run{() {
System.out.print ("B");
}
}

Assume that print() is threadsafe and atomic. Which of the following sequences can be printed by
this code? Circle possible or impossible.

A

ROYGBIVK sfonssible;; impossible

e st

P i
ROYBGIVK possible QEEEE@

gt

RGOYIBVK {;Egssible;} impossible

; P
OYBRGIVK possible (mpossibie)
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Deadlock [16 pts]

You have two threads (T0 and T1) and two locks (X and Y). Which of the following situations can
lead to deadlock? If deadlock can occur, circle the method call in each thread where the thread
would stop in the event of deadlock. If deadlock is impossible, circle “no deadlock.”

a)
TO: T1:
X.acquire(), X.acquire(),
Y.acquire(); Y.acquire();
Y.release(); X.release();
X.release(); Y.release();
nS‘”‘E’éé}i’i’éck >
b)
TO: (same as TO above) T1:
X. acqugﬂ Y. acqmre()
Y.acquire(); Cxacquire(1
Y.release(); X.release();
X.release(); Y.release();
no deadlock
c)

TO: (same as TO above) T1:

X.acquire(); Y.acquire();
Y.acquire(), Y.release(),
Y.release(); X.acquire();
X.release(); X.release();

A
o,

G no deadlock D

s



Name:

Thread Safety [20 pts]

Consider the following code, and answer the questions on the next page.

public class Widget extends Thread |
public static List<String> strings
public int count;
public List<Integer> numbers;

new ArrayList<String>();

public Widget () {
count = 0;
numbers = new ArrayList<Integer>();

}

public void run() {

for (int i = 0; i < 1000; ++i) {
synchronized (this) |
count++;

synchronized (numbers) {
numbers.add (i) ;

}

synchronized (Widget.strings) |
Widget.strings.add (“x");

}

}

public statiec void main(String([] args) |
List<Widget> widgets = new ArrayList<Widget>{():
for (int 1 = 0; i < 1000; ++i) [
Widget w = new Widget();
widgets.add (w) ;
w.start () ;

for (Widget w : widgets) {
synchronized (w) {
w.count++;
synchronized (w.numbers) {
w.numbers.add(1000) ;
}
}
synchronized (Widget.strings) |
Widget.strings.clear();
}

for (Widget w : widgets) {
w.join();

You are reviewing a concurrency argument about this code. Circle whether you agree or
disagree with each of the following statements in the concurrency argument, and add a brief (1
sentence) justification of your answer.

(a) Accesses to the widgets list are safe because the list is confined to the main thread.

>

e etm——
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AGREE DISAGREE

The only reference to the widgets list is the local variable widgets in main(),
which is never shared with any other thread.

(b) Accesses to the numbers list are safe because they acquire the list's lock.

R g

C_AGREE )  DISAGREE

e

All accesses to the numbers list happen inside a synchronized(numbers) block.

(c) Assuming that the program terminates without throwing an exception, count for every widget
is 1001 at the end of main.

——

il AGREE_ “y DISAGREE

s ——

All accesses to count are guarded by the Widget object’s lock, and the Widget's
run() increments it 1000 times while the main() loop increments it once,
producing 1001.

(d) Assuming that the program terminates without throwing an exception, strings has size 0 at
the end of main.

AGREE ( D[SAGREE "y
M

"eas,
e

The strings.clear() in main() races against the strings.add() calls in run(); even
though both are threadsafe, it may be that the last operation executed against
strings is an add().

END OF QUIZ
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Problem

Instant messaging (IM) is a staple of the web and has been around almost since its inception, starting with
simple teXt=based programs like talk and IRC and progressing to today's GUI-based IM clients from Google,
Yahoo, Microsoft, AOL, etc. In this project you will design and implement an IM system, including both the
client and the server. The following characteristics constrain the design space of an IM system:

* Real-time communication. An IM conversation happens in real time: one person types some text,

presses "enter," and the other person (almost) immediately sees the text.
* Number of parties. An IM conversation can happen between two or mare people. Some systems only

allow two people to communicate; others allow more than two people. Most systems allow a person to
be involved in multiple conversations at the same time.

» Based on typed text. The main mode of communication is via text, as opposed to voice or video.

» Connected over a network. The parties involved in the communication may be in physically remote
locations, and are connected over the internet.

Your task will be f6 design an instant messaging system with the above properties, as well as additional
properties that you will incorporate into your design. This system will include a server component that handles
the transfer of messages and other data, and a client component with a graphical user interface.

Sevel 5 midﬂef
Purpose -

The purpose of this project is twofold. First, you will use several Java technologies, including networking (to
support connectivity over a network), sockets and I/O (to support real-time, text-based communication), and
threads (to support two or more people communicating concurrently). State machines may be useful to
specify certain aspects of the system's behavior.

—
Second, you will have to think about the best way to present your chat system, this will required a graphical
user interfaces. You will:

e become more familiar with Swing, a graphical user interface (GUI) toolkit for Java, that is similar to

11/22/2011 9:29 PM
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many other such toolkits; . '

e use important GUI programming concepts, including the notion of a view hierarchy and the model-
view-controller design pattern; . ‘

» use the event-listening design pattern in several ways, not only in your GUI but also in the more

general gu i!l:ish—su bscribe sehse.

Throughout the project, you will need to design and implement mutable datatypes, paying particular attention
to their specifications, how they interact with one another, and concurrency issues.

Specification
Implemgnt an IM system in Java with the following Aunning the Server
properties: _ e
e Client. The client is a program that opens a Server S
network connection with the IM server at a specified N \ I
IP address and port number. The client should have L aak /\s S N
a way of specifying the server IP, port, and a —

username. Once the connection is open, the client
program presents a graphical user interface for
performing the interactions listed below.

» Server. The server is a program that accepts
conngections from clients. A server should be able to
maintain a large number of open gli_er]t_cgn_n_e_ctions
(limited only by the number of free ports), and
clients §Routd-be able to connect and disconnect as
they please. The server also has to verify that client

usernames are unique and handle collisions
gracefully. e e e

X A/-"

The server is responsible for managing the state of both clients and conversations.

» Conversations. A conversation is an interactive text-exchange session between some number of
clients, and is the ultimate purpose of the IM system. The exact nature of a conversation is not
specified (although the hints section details a couple of possibilities), except to say that it allows clients
to send text messages to each other. Messaging in a conversation should be instantaneous, in the sense
that incoming messages should be displayed immediately, not held until ther\eéﬁ)ient requests them.
You should visually separate messages of different conversations (e.g., into distinct windows, tabs,
panes, etc).

* Client/server interaction. A client and server interact by exchanging messages in a protocol of your
devising — the protocol is not specified. Using this protocol, the user interface presented by the client
should: Rl

o Provide a facility for seeing which users are currently logged in;

o Provide a facility for creating, joining and leaving conversations;

o Allow the user to participate in multiple conversations simultaneously;

o Provide a history of all the messages within a conversation for as long as the client is in that
conversation;

* No authentication. In a production system, logging in as a client would require some form of
password authentication. For simplicity, this IM system will not use authentication, meaning that
anyone can log in as a client and claim any username they choose.

Tasks

20f6 11/22/2011 9:29 PM
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. Team preparation. Meet with your team and write a team contract.

——

. Conversation design. Define a precise notion of conversation in your IM system. See the hints on

how to do this. Specifically, name the Java classes you will create to implementing conversations, give
specs of their public methods, and give a brief description of how they will interact. Include a snapshot
diagram of a conversation in action.

. Client/server protocol. Design a set of commands the clients and server will use to communicate,

allowing clients to perform the actions stipulated by the specification. Create a specification of the
client/server protocol as a grammar. Also think about the state of the server, and the state of the client
(if it stores any).

. Usability design. Sketch your user interface and its various screens and dialogs. Use these sketches

to explore alternatives quickly and to plan the structure and flow of your interface. Sketching on paper
is recommended. Turn in the sketches you decided to go with for Milestone 2, along witircommentary
as needed to explain non-obvious parts.

. Concurrency strategy. You should argue that your design is free or race conditions and deadlocks. Be

specific about which data structures or design patterns you will use to ensure thread safe behavior.

. Testing strategy. Devise a strategy for testing your IM system. Describe what automated tests you

will use, and what manual tests you will perform. Since UI front-end testing is often most easily done
by hand, documentation of your strategy is especially important. As you think about how to test your
program, you are likely to find that you want to revisit your code design (for example, to make a
cleaner API to permit unit testing independently of the GUI).

. Implementation. As always, your code should be clear, well-organized, and usefully documented. See

the hints for further suggestions.

. Testing. Execute your testing strategy, using JUnit and by performing manual tests of the GUI. In your

report, document the results of your manual tests.

. Reflection. Each team member is to write a brief commentary describing what you learned from this

experience, with one paragraph each about:

o Product. What was easy? What was hard? What was unexpected? What would you do
differently in designing the chat system if you were to do it again?

o Team. How did you feel the group did? How did your team work? How was the coding? How did
you split the work?

o Individual. How do you think you did, personally? What did you do in the project? How do you
feel about it?

Infrastructure

No initial code is provided for this project. However, two runner classes are provided with main methods you
should fill in:

e Running main.Client.main () with no command-line arguments must start an instance of your GUI

chatclient, ™~——

® Running main.Server.main () with no command-line arguments must start an instance of your chat

server.

You should consider using packages other than main to organize your code.

Deliverables and Grading

There are four deadlines for this project.

11/22/2011 9:29 PM
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For the first deadline (midnight, November 29), you will have a meeting with your TA, and your
deliverables are:

e the team contract;
e the conversation design;
e the client/server protocol;

This design deliverable should be submitted by committing one PDF to the roct of your project repository.

During lecture on November 30th you will meet with your project TA discuss your design and client/server
protocol.

For the second deadline (midnight, December 6), you will have another meeting with your TA, and your
deliverables are:

e concurrency strategy;

» UI sketches (paper sketches);

¢ the testing strategy;

* and a demo of some working portion of the project that demonstrates significant effort towards
understanding a critical or high-risk area of the design.

The code designs and testing strategy must be submitted by midnight on December 6 as one PDF to the root
of your repository. The demo will take place at the meeting with your TA.

Your demo might show, for example, a basic server that sends and receives messages but without a GUI
client. Or you might have a working basic GUI with no server backend but a simple API for connecting to one.
Talk to your TA beforehand if you are unsure about what is sufficient.

You will meet with your project TA sometime Dec. 7-9. Be prepared to show UI sketches, present your
demo, and discuss your design.

On December 7th, the staff may or may not release an amendment to this project. This will mean an
additional requirement or feature to implement before the final deadline. When designing your instant
messaging system, watch out for designs that will make extensions difficult.

For the third deadline (midnight, December 14), your deliverables are:

e the implementation;
» the tests;
* and the testing report.

The fourth and final deadline (midnight, December 15th) is the individual reflection.

The grading breakdown is as follows:

25% for the design, protocol, and usability design, and concurrency strategy
50% for initial demo and implementation

15% for testing strategy and testing

10% for team contract and reflections

The course staff will judge and award prizes to teams whose instant messaging systems embody exemplary
design and implementation.

You may optionally submit your project for pri onsideration on Tuesday December 13. There will
be some time slots during the day for your team to present your system, which you can sign up for in
advance. Your team will give a 2-minute presentation to the course staff in which you demonstrate your
system and describe its design. You must commit your work (up to that point) to Subversion by 10 am on

4 of 6 11/22/2011 9:29 PM
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December 13th. You are not required to give this presentation (but then you won't win anything, either).

Everyone can continue to work on the project until the final deadline, but only the work demonstrated in this
presentation will be considered for prizes.

Serious award contenders should consider going above and beyond the required specification to implement
their own extensions.

You might add standard instant messaging features like away messages, auto-replies, offline messaging,
password-protected accounts, user icons, graphical emoticons... or you might integrate voice chat, a shared

whiteboard, encrypted conversations with perfect forward secrecy, or something as yet unheard of!
e 5
)

Himts =

Defining a conversation. Part of your job is to determine what a conversation means. For example, does a
conversation have a name, and can other users join the conversation by specifying the name? Is it like a chat

room, that people can enter and exit? In that case, can a conversation be empty (a chatroom can), waiting
for users?

Or is a conversation more like a phone call, where a person "dials" another person? In that case, can the
receiving party deny the conversation?

However you define a conversation, remember to keep it simple for your first iteration. You can always
extend your program with interesting ideas if you have time left.

Designing a protocol. You must also devise a client/server protocol for this project. You should strongly

consider using a text-based protocol, which may be easier for testing and debugging.
e

Services that use plaintext protocols — e.g. HTTP or SMTP — can talk to a human just as well as another
machine by using a client program that sends and receives characters. Think back to the protocol used in
telnet. You can run telnet by opening a command prompt and typing telnet hostname port. The protocol
is simple enough for humans to use and for machines to pass messages to each other.

Handling multiple clients. Since instant messaging is useless without at least two people, your server must
be able to handle multiple clients connected at the same time. One reasonable design approach is using one
thread for reading input from each client but adds a central state machine representing the state of the server
(using one more thread, to which each of the client threads pass messages through a shared queue).

Design for safe concurrency. In general, making an argument that an implementation is free of
concurrency bugs {like race conditions and deadlocks) is very difficult and error-prone. The best strategy
therefore is to design your program to allow a very simple argument, by limiting your use of concurrency and
especially avoiding shared state wherever possible. For example, one approach is to use concurrency only for
reading sockets, and to make the rest of the design single-threaded.

And note that, even though user interfaces are concurrent by nature, Swing is not thread safe. Understand
what code will run in the main thread, threads you explicitly spin, or the Swing event dispatching thread.
Recommended reading: Threads and Swing.

Design for testability. To make it possible to write unit tests without having to open socket connections and
parse streams of responses, you should design your state machine(s) in such a way that they can be driven

directly by a unit test -- either by calling methods, or by putting messages into a queue read by the state

machine's thréad.—

Testing GUIs is particularly challenging. Follow good design practice and separate as much functionality as
possible into modules you can test using automated mechanisms. You should maximize the amount of your
system you can test with complete independence from any GUI.

T ———
Another useful testing technique is the idea of:__ft,utg_(method stubs, mock objects). To test one component of

your system in isolation, you can create trivialimplementations of the other components with which it is
coupled. This miight allow you to test your server without opening network connections, or to test your client
backend with automated rather than GUI tests.

S5o0f6 11/22/2011 9:29 PM
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Implementation. Develop in iterations. Focus on important modules first, and defer making cosmetic
improvements to your user interface until after all the code is well-organized and thoroughly tested. Make use
of assertions.

6 of 6 11/22/2011 9:29 PM
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6.005 Team Project 2 — Deliverable 1

ezuk-moshary-theplaz

11/29/2011

**NOTE: We all agree on the team contract, we just couldn’t
quite figure out the Adobe signatures...



ezuk-moshary-theplaz Team Contract

11/29/2011

[ 2 B =~ I

[=> B | - -~

Goals

. Get a good grade: fully functional project highest priority

. If you really want an A, put in the effort

. We will talk about the contest later

Threats

. Unclear instructions

Lack of time

Unforseen technical issues

. Integration of components

Meetings

. Meetings will preferably be held during class time

. Anyone can ask that the group should meet

. All team members should attend the meeting

. If you miss a meeting, you get an angry email from the other team members
. If the problem continues, the team members will talk to the course staff

. Try to keep Skype open to chat during the other times

Work

. Do not submit code that breaks compililation to the SVN repositiory
. Ask for help if you need it

. Work as many hours per week as our needed

. Mutually agree on work distribution at later point

. Write down what each person should work on

. Set internal deadlines to review work before deadline

. Do the project to the best of our ability without hindering our performance in other classes

. If you see something you don’t like, talk to the person. If you can’t work something out: fix it yourself.

6.005

Page 1



ezuk-moshary-theplaz Team Contract 11/29/2011

5 Decision Making

ezuk

1. If you think a decision will make someone angry, ask them, and have a discussion
2. Majority rules, but a consensus is better
3. Each person works on their own part

4. If the decision involves someone else’s part: ask them

Digaiy signed by Micheel E Plasmeier

DN c-US, si=Massachusetis,
m . e p b: o=Massachusets instiuie of Technology.
W ousChent CA v1, erehichael E
Plaamaier, emad sthepiaz QM T EDU

moshary theplaz Dwia: 2011.11.2921:18.33 0500

6.005 Page 2



Brief System D_escri'gtion

As modeled in our snapshot diagrams and java class layout, we will create the IM system through a
series of connections between clients: )

-All client interaction is relayed through the server, which parses Message objects from one client
according to the client-server protocol, and sends the appropriate information to the intended
recipients.

-The server will maintain a list of client IDs currently online.

-When a user wants to go online, he creates a new client, and offers a connect message to the server
along with a desired username. If connected, he is given a unique client ID.

-A client can create a conversation object, which hosts a specific identification number, a user given
name, and a list of members. A client must specify another client to join the conversation.

-If a client accepts an invitation to a conversation, they create a Conversation object on their local
machine

-Each client in a conversation will have separate but identical ID Conversation objects hosted on their
local machine. These conversation objects will be represented by separate windows in the GUI.

-A message sent from one client in a conversation will be sent to the server, where it will be distributed
to the associated clients in the conversation, and to their appropriate Conversation objects.
-Disconnections from conversations and disconnections from Server will be represented by Messages
sent to all Clients currently conversing with the disconnecting Client.
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Client. java

package client;

import java.util.ArrayList;

/1'r+

* GUI chat client runner.

¥y

public class Client {

// user specified username

private String username;

// random gensrated user ID number

private String IDNumber;

// list of conversations that client belongs to
private ArrayList<Conversation> conversations;
/7 client online or offline

private boolean online;

/x*

* Constructor for Client object

* @param
* @param
* @param

.k/

usernams
IDNumber
conversations

public Client (String username, String IDNumber, ArrayList<Conversation>
conversations) {

this.
this.
this.
this.

}
/-.‘-c*

username = username;
IDNumber = IDNumber;
conversations = conversations;
online = false;

* Constructor for Client object
* @param username
* @param IDNumber

*f

public Client (String username, String IDNumber) {

this.
this.
this.
this.

}
[x*

username = username;
IDNumber = IDNumber;

conversations = new ArrayList<Conversation>();
online = false;

* Constructor for Client cbject
* @param usernzme

%/

public Client (String username) {

this.

username = username;

//TODO: randcm generate ID number



this.IDNumber = "";
this.conversations = new ArrayList<Conversation>();
this.online = false;

/*-k
* Constructor for Client object
x5/
public Client () {
//TODO: random gensrate ID number
this.IDNumber = "";
this.conversations = new ArrayList<Conversation>();
this.online = false;

* Connect to chat with desired username
@param desiredUsername: desired user name for client
* @modifies online: sets 'true' 1if specified user name not taken
* @returns true if online;
% false if reguest denied
5
//TODO: implement
public boolean goOnline (String desiredUsername) {
boolean returnValue = false;
return returnValue;

/**
* Disconnect from server
* @modifies online: sets 'false' if disconnect successful
'k/
//TODO: implement
public void goOffline () {

/**
* Start a new conversation
* @param title: name of conversation
* @param desiredUser: specified user to join conversation
* @modifies existing conversations
*of
//TODO: implement
public void startConversation(String title, String desiredUser) {



S
* Start a GUI chat client.
B
public static void main(String[] args) {
// YOUR CCDE HERE
/¢ It is not required {or recommended) te implement the client in
// this runner class.



Conversation. java

package client;

import java.util.ArrayList;
import java.util.HashMap;
import java.util.List;

public class Conversation{
// user-specified conversation name
private String title;
// random generated unique conversation ID
private String IDNumber;
// map of conversation members; Key->IDNumber, Value->Username
private HashMap<String, String> members;
// local text history of conversation
private List<Message> messages;

/**
* Conversation object constructor
* @param title
* @param IDNumber
* @param members
*/
public Conversation(String title, String IDNumber, HashMap<String,String>
members) {
this.title = title;
this.IDNumber = IDNumber;
this.members = members;
this.messages = new ArrayList<Message>();

}
/-\ir-k

* Conversation object constructor

* @param title

* @param IDNumber

*f

public Conversation(String title, String IDNumber) {

this.title = title;
this.IDNumber = IDNumber;
this.members = new HashMap<String,String>();
this.messages = new ArraylList<Message>();

}
/r*

* Conversation object constructor
* @param title
,k/
public Conversation (String title) {
this.title = title;



// TODO: must change to gensrate a random conversation ID hash-cede
thig.IDNumber = "";

this.members = new HashMap<String,String>();

this.messages = new ArrayList<Message>();

[k
* Invite a user to the conversation
* @param clientID: client ID to be added to the conversation
* @modifies this.members: adds clientID to list of members
9

//TODO: implement

public void inviteMember (String clientID) {

}
[ ek
*

Leave this conversaticn
* Send a message to everyone
* ?and close this object
i
//TODO: implement
public void leaveConversation() {

}
A

* Remove a ussr from a conversatiocon
* (When we receive a message that the user has gone offline)
* @param clientID: client ID to be removed from the conversation
* @modifies this.members: removes clientID from list of members
wyf

//TODO: implement

private void removeMember (String clientID) {

}
/-k*

* Send message within a conversation
* @param conversationID
* @param users
* @param text
* @modifies this.messages: adds message to list of messages
*y.
//7TODO: implement
public void sendMessage (String conversationID, ArrayList<String> users,
String text) {

}

/'7*

* Receive message to a specified conversation
* @param conversationID

* @param text



* @modifies this.messages: adds message to list of messages
74
//TODO: implement
public void receiveMessage(String conversationID, String text) {

}



Message. java
package client;

import java.util.Date;

Vaid
* A single message
=/
public class Message {

//from

private String fromUsername;
private String fromUserIDNumber;
//time

private Date time;

//message

private String message;

/%% Constrictor
&

L4
public void Message(String fromUsername, String

fromUserIDNumber,

Date

time, String message) {
this. fromUsername = fromUsername;
this. fromUserIDNumber = fromUserIDNumber;
this.time = time;
this.message = message;

1
/e

* Gets the user's username

* @return String Username of the user that sent the

=
//TODO: implement
public String getFromUsername() {

}

/++

* Gets the user's IDNumber

* @return String UserIDNumber of the user that sent the

'F(/
//TODO: implement
public String getFromUserIDNumber () {

}
f'l'r‘k

* Gets the message's sent time
* @return Date Timestamp of message
o

//TODO: implement

public Date getTimestamp () {

message

message



}

/ir')—
* Gets the message's message
* @return String text of message
7

//TODO: implement

public String getText () {

}



Server. java
package server;
import java.util.ArrayList;

import java.util.HashMap;
import java.util.List;

/*-k
* Chat server runner.
e
public class Server {
// map of conversation members; Key->IDNumber, Value->Username
private HashMap<String,String> onlineMembers;

/**
* Constructor for server object
*/
public Server () {
this.onlineMembers= new HashMap<String,String>();

* Adds a member to the list of online members
* @param username: username to be added
* @param userID: userID of username to be added
@modifies onlineMembers: adds the user to the map of online members

* Checks for duplicate usernames before adding

[+

*ofl
//TODO: implement
public void addUser (String username, String userlID) {

* Removes a user from the list of online members

* @param username: username to be added

* @param userID: userID of username to be added

* @modifies onlineMembers: adds the user to the map of online members

*/
//TODO: implement
public void removeUser (String username, String userID) {

}

/ﬁ*
* Retrieves a copy of the list of online members
.

//TODO: implement



public HashMap<String,String> getUsers () {

}

/**
* Process a message from a client, and send it to the appropriate
clients

* @param conversationID

* @param users

* @param text

*/

public void processMessage (String conversationID, ArrayList<String>

users, String text) {

}

/*4-
* Start a chat server.
*/
public static void main(String[] args) {
// YOUR CODE HERE
// It is not reguired {(or recommended) to implement the server in
// this runner class.



Client to Server Protocol

Message ::= Begin

(Connect|MessageBody|Disconnect|UserListReq|AddUser|LeaveConversation) End

Connect::= From ConnectMessage
Disconnect::= From DisconnectMessage
UserListReq::= From UserListReqMessage
MessageBody ::= From To+ Title Content

AddUser::= From To+ <addUser> User </addUser> Title

LeaveConversation ::= From To+ <leaveConversation> User </leaveConversation> Title

To::= <to> Text </to>

From::= <from> Text </from>

Title::= <title> Text </title>

Content::= <content> (Text| Newline | Tab)* </content>

Begin ::= <message version=1.0 type=
(connect|messageBody|disconnect

End ::=</message>

Text::=[™pu}*

UserListReqMessage ::= requesting user list
ConnectMessage::= connecting
DisconnectMessage::= disconnecting
Newline::=\n

Tab::=\t

userListReqladdUser

leaveConversation) >



Server to Client Protocol

Message ::= Begin (MessageBody | UserList | Welcome | FailedConnect | Goodbye | UserArrival
| UserDeparture) End

UserList::= FromServer <userlist> User* </userlist>
MessageBody ::= From To+ Title Content

Welcome::= FromServer welcome <userlist>User*</userlist>
FailedConnect::= FromServer <nameTaken>User</nameTaken>
Goodbye::= FromServer goodbyve

UserArrival::= FromServer <userArrival>User</userArrival> Title
UserDeparture::= FromServer <userDeparture>User</userDeparture> Title
ChatArrival::= From To+ <arrival> User </arrival> Title
ChatDeparture::= From To+ <departure> User </departure> Title
User::=<user> Text </user>

To::= <to> Text </to>

From::= <from> Text </from>

Title::= <title> Text </title>

Content::= <content> (Text| Newline | Tab)* </content>
FromServer::= <from> server </from>

Begin ::= Begin ::= <message version=1.0 type= (messageBody | userList | welcome |
failedConnect | goodbye | userArrival | userDeparture) >

End ::= </message>
Text:: = [Mn\t]*
Newline::=\n

Tab::=\t



An Explanation of the Grammars

1) Client to Server: The client will send the following types of messages to the server

a.

Connect: A connect message request to the server. The From field will be read
as a requested username. If it is taken, the Server will reply with a
FailedConnection message and terminate the connection.

MessageBody: An actual message to be sent to other users. There can be more
than one designated recipient. The title will be a unique conversation
identifier.

Disconnect: A message to notify the server that this user will be leaving the
chat program.

d. UserListReq: A request to have the server send a current list of users.

AddUser: Gets the server to send a notification that a new user is being added
to a previously existing conversation.

LeaveConversation: Gets the server to send a notification that a user leaving a
previously existing conversation.

2) Server to Client: The Server will send the following types of messages to the Client

a.

&

SIS

i.

Notes:

MessageBody: A message from another user to this client. This has basically
just been passed along by the server.

UserList: A list of users currently connected to this server.

Welcome: A confirmed connection to the server. User will receive the user list
and can begin im-ing

FailedConnect: The attempted user name is taken. Try to connect again.
Goodbye: A confirmed disconnect from the server.

UserArrival: A notification that a user has arrived on the server.
UserDeparture: A notification that a user has left the server.

ChatArrival: This user has been added to the chat with this title.
ChatDeparture: This user has left the chat with this title.

- We are including XML type tags to help with parsing
- Words in blue are terminals (actual strings to be sent)
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Project 2 Amendment htp://web.mit.edw/6.005/www/fall/assignment amendment.html

Amendment
The design amendment is to incorporate a typing status for each user in a conversation. This functionality is

implemented in Google Talk; the UI alerts you when your conversation partner is currently typing, or has
entered text.

Each user should be in one of three states: no_text, is_typing, has_typed. no_text is the start state. A user
can transition into is_typing by starting to type into the UI corresponding to the given conversation. A user
transitions into has_typed if a certain amount of time has elapsed. This time window is up to you to decide. A
user can re-enter the is_typing state from has_typed by typing again, or by backspacing over text they have
already typed. Sending the current message will get you back to no_text. It is up to you to decide if deleting
all the text can also get you back to no_text.

You can display this information as a change in the UI of the conversation (e.g. Alice is typing...), or into the
buddy list UI (by changing the color of the user, or making the user italics, or ...). All three states should be
easily distinguishable in your UI, regardless of how you choose to display this information to the user. This
information has to be pushed to users by the server; it is not acceptable for users to be forced to click a
button in order to get their partner's typing status.

Note that if user A is typing to user B in a conversation between only them, it shouldn't appear to user C that
user A is in the is_typing state. Stated another way, user A should only be seen as typing by user C if user C is
involved in a conversation with user A where user A is typing. Thus, you should logically have a state machine
corresponding to each (user, conversation) pair.

1ofl 12/7/2011 12:17 AM
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Michael E Plasmeier

From: njoliat@gmail.com on behalf of Nicholas Joliat <njoliat@MIT.EDU>
Sent: Wednesday, December 07, 2011 11:15 PM

To: Michael E Plasmeier

Subject: Re: 6.005 announcement: ps6 grades

Follow Up Flag: Follow up

Flag Status: Flagged

Hi Michael,

The thing which | think overrides the ps4/ps6 issue is the need to be consistent with other decisions Rob has made w.r.t.
grading of this particular pset and in general. I've made my decision based on that criteria, in spite of the fact that |
sympathize with you for having lost a large number of points. If you would like to debate this further, please start a
discussion with Rob instead. Good luck on the returnin and let me know if | can help with that; my office hours are 3-
4pm tomorrow in 24-322.

Best,

Nick

On Wed, Dec 7, 2011 at 7:54 PM, Michael E Plasmeier <theplaz@mit.edu> wrote:
> Hi Nick,
>

> Thanks for looking over my code.
>

> As for consistency, | had a similar issue on PS4 (1 had messed up some of the framing code so all automated tests
failed). | talked to Eric Wong <eytw11@MIT.EDU> and he scheduled a time for me to come in and discuss my code. He
then reviewed my code and issued me a regrade where he manually took off points for the flaws in my framing code and
the actual flaws in my implementation. The regrade was higher than my original grade and it replaced my original
grade. In addition, | received the tests | had actually failed so that | could fix my implementation and submit a

returnin. The returnin was conducted with the published returnin policy.

>

> Could I ask what is causing the lack of consistency between PS4 and PS6?
>

> Thank you -Michael Plasmeier

> From: njoliat@gmail.com [mailto:njoliat@gmail.com] On Behalf Of

> Nicholas Joliat

> Sent: Wednesday, December 07, 2011 6:03 PM

>To: Michael E Plasmeier

> Subject: Re: 6.005 announcement: ps6 grades

>

> Hi Michael,

> |'ve looked at your code and there are a number of protocol-related problems.
> - You're not parsing the command line args correctly. As the pset indicates, there are always 1 or 3 args. Currently
your code breaks if there's only one arg (you always look at args[1]) and also you treat the optional 2nd and 3rd arg as if
they were one arg.

> - Your BOARD message that the server sends back is comma-separated; it should be space-separated; please review
the protocol.

> I'm aware that this is a lot of points for these errors, but for the sake of consistency | can't do a special regrade of your

code. |imagine the errors might be reasonably quick to fix, though, so consider submitting a returnin.
> Best,




> Nick

>

> On Mon, Dec 5, 2011 at 11:32 PM, Nicholas Joliat <njoliat@mit.edu> wrote:
>> Hi Michael,

>> |'ll take a look at your code tonight or tomorrow and get back to you.
>>

>>0n Mon, Dec 5, 2011 at 8:11 PM, Michael E Plasmeier <theplaz@mit.edu> wrote:
>>> When can | meet with you to discuss this?

>>>

>>>

>>>

>>> | don't know if you have a fixed time; otherwise my schedule is
>>> available

>>> here: http://doodle.com/theplaz

>>>

>>>

>>>

>>> Thanks

>>>

>>> -Michael

>>>

>>>

>>>

>>> From: Michael E Plasmeier

>>> Sent: Sunday, December 04, 2011 6:55 PM

>>> To: Nicholas Joliat

>>> Cc: Samuel Siyue Wang

>>> Subject: FW: 6.005 announcement: ps6 grades

>>>

>>>

>>>

>>> Hi,

>>2>

>>>

>>>

>>> How did | get a 35 on the project? | must have done some little

>>>thing wrong. Can | get a manual regrade, like | got on ps4.
>>>

>>>

>>>

>>> -Michael

>>>

>>>

>>>

>>> From: Samuel Wang [mailto:samuelsw@MIT.EDU]
>>>

>>> Sent: Sunday, December 04, 2011 6:28 PM
>>>To: Samuel Siyue Wang'

>>> Subject: 6.005 announcement: ps6 grades
>>>
>>>

>>>



>>> Note: This mail was sent to all students in the stellar class
>>> Software Construction

>>2

>>> ps6 grades

>>>

>>>

>>>

>>> |'m pushing ps6 grades in the next 5-10 minutes. Email Nick
>>> (njoliat@mit.edu) for questions.

>>>

>>>

>>>

>>>This announcement was made in Stellar on 2011 December 04 by Samuel
>>>Wang

>>>

>>>The announcement is also posted on the class website:

>>> https://stellar.mit.edu/S/course/6/fa11/6.005/
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6.005 Gradebook

1 of 1

6.005 Software Construction

Grade Report

Grade Report for Michael E. Plasmeier
Assignment/Exam Name

Problem Set 0

Problem Set 1

Problem Set 2

Problem Set 3

Problem Set 4

Quiz 1

Project 1

Problem Set 5

Problem Set 6

Problem Set 7

Quiz 2

Project 2

Instructor's Comments

https://stellar.mit.edw/S/course/6/fal1/6.005/gradebook/gradereport.html

Graph
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Due Date

09.08.2011
09.15.2011
09.22.2011
09.29.2011
10.11.2011
10.14.2011
10.27.2011
11.03.2011
11.10.2011
11.17.2011
11.21.2011
12.14.2011

Points
97.00
84.00
83.00
85.00
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Max Pts
100.00
100.00
100.00
100.00
100.00
100.00
100.00
100.00
100.00
100.00
100.00
100.00
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