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6.01: Introduction to EECS 1

Week 4 September 28, 2010

6.01: Introduction to EECS I

Signals and Systems

Week 4

Lad of q Sectlony

September 28, 2010

Outline

e Signals and systems view
e Operations on signals
o Feedback systems

Reading: Sections 5.1 — 5.4

(ortr wl“ag cor €

Understanding systems

State machines as models

Good news:

¢ Have seen how state machines can control system's response to
input

e Can build complex state machines to control our robots.

Bad news:

o Can't pred& how our controllers are going to work, except by
running them, possibly several times, and gathering data.

¢ When they don't work well, we don't have any systematic way
of changing them to make them work better.

Solution:

¢ Make models of the controller and of the robot and its world.
¢ Analyze the models mathematically to characterize performance

and understand how to improve it. (‘8&”‘{ ‘L’F&!’ﬁ
&YA‘G’ Ja)

Caxade v/ fpalbust

desired
output control

Controller
|__.
model of Tl vorld

¢ Make a state machine model of the plant: that is, the aspects
of the wthat you are trying to control

e Make a state machine model of your controller

e Connect the state machines (cascade and feedback)

¢ Run it to see what happens

output
Plant -

A

f v t T
YM UVL!( %U-L W (\}dh“ m

Computer programs are unpredictable

LTI systems are predictable

Could we figure out what will happen without running the simulation,
just by looking at the definitions of the controller and the plant?

Wl be grmH

In general, no.

It is impossible to predict even whether a general computer pro-

gram will always terminate and produce a result.
¢ Known as the [‘Halting Problem"/— very important result in com-
putation.

qu\' SLOW mjl H' {5 no~} Po.ﬁs;b\t

—
Consider simpler class of state machines:

e State: last j inputs to the system, plus last k outputs of the
system
e Output: a fixed function of the input and the state

Linear time-invariant (LTI) systems:

e Can be analyzed mathematically, to predict behavior without
simulation

¢ Are compositional: cascade, parallel, and feedback compositions
of LTI systems vield LTI systems

@ Yo prodidable
M /‘fa"f‘(xcuu’f
ot &0 bad, goed raf ot

[A ggﬂ_%{' d_ .'\‘
—




6.01: Introduction to EECS 1 Week 4 September 28, 2010

The signals and systems abstraction Signals and systems: widely applicable
Describe a system by the way it transforms inputs into outputs. Signals and systems abstraction has broad application: electrical,
mechanical, optical, acoustic, b1olog|cal financial,
(t) wit)
J(}VL (W[ %r — r:g‘s;:: — AQSC(
system
signal signal % f\;
— | system |—» V]
in ¥ out olt) L TI
-[ rolt) ra(t)
hy(t)
ri(t) | § —] tank |/ St
system
.'u(t)l | l
Signals Systems
Primitives: unit sample, sinusoids adder, gain, delay sound.In soundiiodt
Combination: delay, scale, add cascade, feedback )))) sound out
- 3 % eil
Abstraction: signal system function PRpm— .;Elm
sound in System
Signals and systems: modular Signals and systems: hierarchical
The uniform representation allows us to combine models of processes Primitive representations can be combined into new representations.

that operate upon different physical substrates.

Composition of cascaded systems:

B Y ) the output of one is the input to the next
sound out
sound| [ cell | E/M P oLy P E/M | cell | |sound
in phone fiber phone out
sound in )))
\
6apl'l 4 a LTTL fyeﬁq The new representation can be treated just like primitives.
sound| cell E/M optic E/M [ cell |sound

: > - > > sound sound

in  |phone Rl BT phone| out —n_ | cell phone system out
focuses on the flow of information, abstracts away everything else
Continuous and discrete time Linear time-invariant systems
Inputs and outputs of systems can be functions of continuous time e linear: dependence of output on inputs is linear

—

o time-invariant: the same relationship between inputs and outputs
holds for any value of n (i.e. for any instant in time) iO% nm( J{ ﬂé Iy
e causal: sample response at time n only depends on values at the ’ﬂ

same or previous timfa steps ‘ ImL
LJC‘h ‘I’ bol{. i 1{,{1)((7.
or discrete time. Any LTI system can be described using a difference equation:
. a T ynl=coyln—1]+ey yln -2+ ... + cp—1 yln — k]
Al dgcloims

+dg xn] + dy ofn - 1] + ... + dj z[n - j]

Pl Goc Smetd ko

c(bch Output y[nr] is a linear combination of
I: ‘lhi.\k e k previous output values, y[n—1],...,y[n— k|,
e j previous input values, z[n —1],...,z[n — j], and

We will focus on discrete-time signals and systems. o current input, z(n].
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Feed-forward systems

Step-by-Step solutions

Difference equation defines the output of a system at a particular
time point in terms only of its previous inputs.

Example:

y[n] = z[n] — z[n — 1]

Difference equations are convenient for step-by-step analysis.

Let z[n] equal the "unit sample” signal 4[n],

"l

1

5n] = { :

0,

if n=20;
otherwise.

z[n] = d[n]

n
-1012 3 4

This is our first example of a “primitive” (building block) signal.

Step-by-Step solutions

Block diagrams

Difference equations are great for step-by-step analysis. Let

{ 1 ifn=0
z[n] = .
0 otherwise
Using the diff eq: yn] =z[p]—an-1]
y[0]  =z[0] —x[-1] =1—0 =1
yll] =z[1]—z[0] =0-1 =-1
y[2] ==z[2] —z1] =0-0 =0
y3] =z[3] —=z[2 =0-0 =0
z[n| = d[n] y[n]
io—o—o—o n n
-101 2 3 4 -10 234

Block diagram is alternative representation — captures interactions
of components in graphical way

Difference equation:
y[n] = x[n] — z[n — 1]

Block diagram (delay, adder, gain):

x(n)

& A i
Jovia ~> o] Figly 44{3
Same input-output behavior, different strengths/wea

difference equations are mathematically compact.
block diagrams illustrate signal flow paths.

& b,

dixnte  dibrrmilstor

Block diagrams: Step-by-step solutions

Signals

[
Using the block diagram. Start “at rest.” & . {' 0

0 »{ + 0
hpte
> o DT
2ln] = ol o Fedbad of
l predasy anty
-101 2 3 4 " -10 2 3 4 "

s

A signal is an infinite sequence of sample values at discrete time
steps.

Common notational conventions:

X: the whole input signal

z(n]: the value of signal X at time step n
Y: the whole output signal

y[n]: the value of signal Y at time step n

signal

signal
i out

system
in A

Systems transduce input signals into output signals.
——
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Operations on signals

Operators manipulate signals rather than individual samples.

fundionals

X »(+ Y

L%

Wires represent whole signals (e.g., X and Y).
The boxes operate on those signals

Unit sample signal

Only crucial #Imitive in our PCAP system:'

1 ifn=0
dn] = .
0 otherwise

Other useful primitives are step and sinusoid signals. Discussed in
software lab and readings.

builll

Jp PCAP

T
Operations on signals: scaling /aq,{,.l
= +4

Operations on signals: delay

Multiply a signal X by a constant e:
1
Jépwhm on ﬁi’m\
(e- X)[n] =c-zn]

46
4

-3.38

Constant ¢ often called a gain.

—
2

—_—

Shift signal X to the right (forward_in history), getting RX (Think
of this as delaying the input signal so that it shows up one or more
instances of time later):

L& right
"

(RX)[n] =zn—1]

Lty ¢
Uifor higlorical reasan
Sk matpy eack vale by

Operations on signals: addition

Abstracting signals

e

Add signals X; and X together to get a new signal X + Xo:

(X1 + Xo)[n] = z1[n] + w2(n]

38 + 4RE — 2R2S
4

§+ R +RY

[,lli 1.1

0 n
n | l

B ean bJ‘au any

Scaling, delay, addition all return new signals that can be further
combined

Abstract by naming
——

Y=3i+4R5-2R% fya Jpemfc 0a

Z =Y +03RY

5

Any signal with finitely many non-zero samples can be constructed
from 6 with delay, adder, and gain operations.

S T
'C‘"ﬂfhn{ hwi\r\
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Operator notation

Operator notation: Check yourself

Representing the difference machine

X (AR
2/ -

X X

with R leads to the equivalent representation

Y=X-RX=(1-R)X

[ Let Y =RX. Which of the following is/are true: ]

y[ hf= KCI‘ *O

y[n] = x[n] for all n

@ yn+ 1) =zn] foralln =
3. yln|==xn+1] for all n
| %

4. yn-1]= u:f‘n] for all n

5. none of the above

Y0 u'|“pul-

Operator algebra

Operator algebra: commutativity

Operator notation prescribes operations on signals, not samples:
e.g., start with X, subtract 2 times a right-shifted version of X, and
add a double-right-shifted version of X!

. n
X “10123456

—2RX : 10 ] 23456
+R2X : . g

Y =X-2RX +R2X : -10 ] 23456

Expressions involving ® obey many familiar laws of algebra, e.g.,
commutativity. Xq\{,;- Yo X
R(1I-R)X =(1-R)RX

This is easily proved by the definition of R, and it implies that
cascaded systems commute (assuming initial rest)

x ~(D-+[Detar} v
}»
is equivalent to

X —=| Delay L

»(+ Y

Operator algebra: distributivity

Operator algebra: associativity

Multiplication distributes over addition.
"__—'_'—"'-_._’-——_'-'__-—-—
Equivalent operator expressions:
R(1-R)=R -R?

Equivalent systems

X

N0 T

-

> Delay »(+ Y
\_.b_.w_. Delay]

The associative property similarly holds for operator expressions.

Equivalent operator expressions:
(1-R)R)2-R)=(1-R) —R))

Equivalent systems

> Delay e Y

@'Y
Delay » [Delay [»[Delay]

foat just Nl dllgghry
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ale {h p(pﬂ@)h% of Yo opehtn ',

Check Yourself --N)-l’ 'h(, S(ﬂﬂ“l N

System Functional

" onelie each pwce - JORP

How many of the following systems are equivalent?

I et
e

I) o Delay
Y= YiHyRw —rmﬂ%@* J

Vix .~

X—T+!ﬁHﬂ*]b~ﬂl¥%+iﬁﬁﬂ+[>>+C>+Y)QZR

W
W =XT'P\K > X—|—>|7Delay]—>(?—>| Delay|—>[>—~(?-> ;

P

i)
= Juilay

The system is completely characterized by the relationship between
the input signal X and the output signal Y.

We call this relationship,

Y

X
the system functional. It is independent of any particular input
signal.

So far, the system functionals that we have seen are polynomials.
More generally, they will be ratios of polynomials.

Cdn Sda y fl\w abot {03 575{73"'
¥ o any x

¥ - ’zlﬂw
@QQHQH’) X

Feedforward and feedback systems

Explicit and implicit rules

Feedforward: output depends only on previous inputs

Feedback: output depends on previous inputs and outp

X —(3) Y

uts

Recipes versus constraints.
=

Recipe: output signal equals difference between input signal and
right-shifted input signal. =

X —(+) ¥
Y=RY+X

1-RY =X

Constraints: find the signal Y such that the difference between Y
and RY is X. But how?

7
Example: accumulator / (qh;,\@‘h}/‘
d vV

Example: accumulator

Step-by-step analysis always works. Start “at rest.”

x[n] —(4) y[n]

Find y[n] given z[n] = é[n):  y[n] = z[n] + y[n —1]

yl0] =z[0) +y[-1] =1+0=1

2k
|

An equivalent system:

6 4 fhog potmomt ‘.

vl =] +yl0] =0+1=1
=l il 0411 R T G S
x[n] = d[n) o y[n] ! "' R-}—& Z TN Ny
Y=(1+R+R2+R34+..9)X [,&ﬂ
s is equivalent to
n n [’ﬂ
-101 2 3 4 -1012 3 4 (1-R)Y =X
Persistent response to a transient input! Proof in readings. p.__RrL
S
2
Can 5Till maqy Jlm}«( R
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Linear time-invariant systems

Examples

Any LTI system can be described using a difference equation of the
form:

yinl=coyln—1]+cryln -2 +...+ cp—y yln— k|
+do z[n] +dy z[n— 1] +... + d; z[n - j]
State is
e k previous output values and
e j previous input values.
Output y[n] is a linear combination of:
¢ k previous output values, yln —1),...,y[n — k|,
s j previous input values, z[n—1],..., z[n - j|, and
e current input, z(n].

ynl=coyln—1+ecryn -2 +... + e yln— k)
+do zn] + dy 2ln =1 + ...+ dj 2[n — j)

e Output at step n is 3 times the input at step n:
y[n] = 3z[n]

dCoeffs: 3, cCoeffs: none
e Output at step n is the input at step n—1:

yln] = =[n -1

dCoeffs: 0 1, cCoeffs: none
e Output at step n is 2 times the input at step n —2:

yn] = 2z[n — 2

dCoeffs: 0 0 2, cCoeffs: none

balt algghea for  opoatoss

Combining modules

LTI systems as state machines

Assign names to all wire;‘;‘m?‘k
4

Write operator equation relating input(s) and output of each com-

ponent
Y =kE
E=X+2
Z=TRY -R%Y

Solve for output
Y =kX +kRY —kRZY (ol P“” ot mf)a‘
ofF PPL/M{'&[ 3

Convert to difference equation

y[n] = kx[n] + ky[n — 1] — ky[n — 2)

X

+ Y

L%

podel i

class Diff(SM):
startState = 0
def getNextValues(self, state, inp):
return (inp, inp - state)

Diff () .transduce([1, 0, 0, 0]
= Y S‘igw'
Or - op

£ ol ohy they caled i Hhat
A7

diff = sm.ParallelAdd(sm.Wire(),
sm.Cascade(sm.Gain(-1), sm.R(0)))
diff.transduce([1, 0, 0, 0]) {rﬂe[a?

Wy You cun & badn ¢ Eutard L/w

Multiple representations of LTI systems

This Week

—

« difference equations: good for step-by-step simulation

o block diagrams: good for signal-flow intuition

¢ operator expressions: good for compact description and com-
bining systems

+ Python SM subclasses: implementation of difference equation

¢ Python combination of primitive SMs: implementation of
difference equation, but easier to get right

Software lab: Class for manipulating signals; can do same opera-
tions as a feed-forward system

Design lab: Constructing and using LTI model for robot control

To get help:

¢ Email 6.01-help@mit.edu

e« Go to lab hours (see course web page for times)

o Remember to check your due dates/times on the tutor

e Interviews will be held on October 17 and 18; and on November
14 and 15
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Software Lab 4: Signal Class

Setup

e Using a lab laptop or desktop machine: Log in using your Athena user name and pass-
word; in the terminal window, type athrun 6.01 update. Work in the directory Desk-
top/6.01/1ab4/swlLab.

e Using your own laptop: Download the zip file for software lab 4 from the Calendar tab of the
course web page, unzip it, and work in the resulting directory.

Starting Idle so you can make plots:
If you are using your own laptop, be sure you have Numpy installed. (See the software tab
of the course web page for instructions on how to do it. Note that Numpy doesn’t work

with 64-bit Python on Windows.)
e If you are using a MacOS, Linux, lab laptop or desktop machine: type idle —nin a

terminal window.
e If you are using a Windows machine: download and unzip the idle-n.bat file under

Week 4 on the Calendar page. Then, to start idle, run the idle-n.bat file.
If you have trouble doing this on your computer, ask a staff member right away.

Introduction

The software lab for this week is to implement a Python class that provides methods for perform-
ing operations on signals. You can think of any signal as an infinite sequence of sample values.
We will represent signals using a function that can be called with any time index, returning the
value of the signal at that index.

We will use object-oriented software techniques to organize our software for implementing and
manipulating signals. An abstract superclass, called Signal, will have methods for performing
operations on signals, no matter how they are represented. The Signal class will only assume
that every instance has a method called sample, which takes a time index, n, and returns the
value of the signal at time n. Then, we will have several subclasses of Signal whose only job is
to implement the sample method in an appropriate way.

The simplest signal we could imagine having is one with a constant value. Here is its class defin-
ition:



3.

Step 1.

6.01 SWLab 4: Signal Class — Fall 2010 2

class ConstantSignal(Signal):
def __init__(self, c):
self.c = ¢
def sample(self, n):
return self.c

The UnitSample signal has value 1 at time 0 and value 0 at all other times:

class UnitSampleSignal(Signal):
def sample(self, n):
if n == 0:
return 1
else:
return 0

Somewhat more interesting is a sinusoidal signal; we implement this with a CosineSignal class,
whose constructor takes a frequency omega and a phase phase:

class CosineSignal(Signal):
def __init__(self, omega = 1, phase = 0):
self.omega = omega
self.phase = phase
def sample(self, n):
return math.cos(self.omega * n + self.phase)

A method plot(self, start, end, newWindow, color) is also defined for all signals. It
plots the signal from start to end. If newWindow is a string, it will make a new window for this
plot and give it that title, otherwise if newWindow is False it will plot this signal in the currently
working window; color is a string specifying the color of the new curve to be added to the plot.
The parameters start, end, newWindow and color all have reasonable default arguments, so you
can just specify the ones you need.

Plotting will only work from idle if you start it with the —n flag. Currently, the first signal plotted
in a new window sets its size; plot the signal with the largest range first.

Play with Signals

e Open the file s14Work.py in Idle. It imports our implementation of the module sig, which
defines all of the classes and methods described in this handout. So, you can use those classes
and methods in calls that you make in this file. For instance, to make a unit sample signal, you
can do:

s = UnitSampleSignal()

e Add a Python command in that file that will make a plot of the unit sample signal. If s is a
signal, then
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s.plot (-5, 5)
will plot that signal in a new window, with samples from time steps -5 to 5.

Choose Run Module in Idle (under the Run menu in the window with the s14Work. py file).
You should see the plot. Be sure it makes sense to you.

Now make a cosine signal and plot it, in the same way. Try different values of omega and
phase.

New Kinds of Signals

This section describes several new subclasses of Signal. In this lab, you will start by doing an
exercise using our implementation of them, and once you have some experience with using these
signal classes, we will ask you to implement your own version of them.

StepSignal (): has value 0 at any time n < 0 and value 1 otherwise.

SummedSignal(sl, s2): takes two signals, s1 and s2, at initialization time and creates a
new signal that is the sum of those signals. Note that this class should be Jazy: when the
signal is created, no addition should happen; values only need to be added when a sample of
the summed signal is requested.

ScaledSignal(s, c): takes a signal s and a constant c at initialization time and creates a
new signal whose sample values are the sample values of the original signal multiplied by c.

R(s): takes a signal s at initialization time and creates a new Signal whose samples are
delayed by one time step; that is, the value at time n of the new signal should be the value at
time n — 1 of the old signal.

Rn(s, n): takes asignal s at initialization time and creates a new Signal whose samples are
delayed by n steps.

Polynomials in R

We have built up an algebra of signals, which is very general. We can add, scale, and delay signals.
One way to express combinations of these operations on a signal is to describe them in terms of a
polynomial in R. So, we will implement a procedure to construct a new signal by operating on it
with a combination of sums, scales, and delays described by a polynomial in R.

So, if X is a signal, then we can describe a delayed version of X as RX, and a version of X that
has been delayed by two time steps as RRX. That same signal, scaled by 7, would be 7RRX or
7R2X. If we added 7R?X to X, then we’d have 7R%X + X, which we can think of as the signal X
transformed by a polynomial with coefficients [7, 0, 1]. So, we could define a procedure

polyR(s, p): takes an instance of the Signal class (or one of its subclasses), s, and an in-
stance of the Polynomial class, p, and returns a new signal that is s transformed by a polyno-
mial in R.
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Constructing Signals

First, we will use an existing implementation of the signal constructors to build complex signals
from primitive ones, in order for you to get an intuition about how they work.

To do tutor problem Wk.4.1.1, do the following steps:

e Go to the 6.01 web page, look under the Reference Material tab, and click on Software Doc-
umentation. If you look at the documentation for the module sig, you can see the various
methods and functions discussed above, which are defined in the sig module.

e Edit the file s14Work. py in Idle to construct new instances of signals by making combinations
(e.g., sums, scalings, and delays) of instances of the basic UnitSampleSignal and StepSig-
nal classes, as specified in the tutor problem. You can use any of the classes or procedures in
the sig module. You should not write any new Python classes for this problem!!

o Plot them to be sure they’re right.

e Remember that the polyR class takes as a second argument an instance of the Polynomial
class. You can create new instances of this class via poly.Polynomial (c) where c is a list of
coefficients.

[ Wk.4.1.1 Do tutor problem Wk.4.1.1. ]

Implementing Signals

Now, we will implement the classes we just used to make complex signals out of simple ones.
Our implementations should have the same behavior as what you experienced in the previous
section. .

The remaining problems ask you to implement each of the new subclasses of Signal, as
described above. Each one only needs to supply an appropriate sample method, and possibly
an __init__ method. We have provided you with a file, sl4Skeleton.py, that you can use
to debug your implementations before entering them in the Tutor. You should enter your
new class definitions at the end of s14Skeleton.py. You can test them by putting your test
cases in sl4SkeletonWork.py, which imports s14Skeleton.py, and using Run Module on
sl4SkeletonWork.py in Idle.

You can only use the methods and classes that are defined in s14Skeleton. py; you will extend
that file to be a complete implementation of the sig module.

It is very important that, for testing, you use s14SkeletonWork.py which imports your class
definitions, rather than s14Work. py, which imports our class definitions.
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Check Yourself 1. Whenever you define a new signal class, make an instance or two and plot
them to be sure you're getting something reasonable.

- J

( )
Wk.4.1.2-4 Do tutor problems Wk.4.1.2 through Wk.4.1.4

(. J

P ~

Check Yourself 2. We have defined usamp to be an instance of the UnitSample class. What
does the signal polyR(usamp, poly.Polynomial([3, 5, -1, 0, O,
3, -2]1) look like?
Do you see how you could use polyR to construct any signal (with finitely
many non-zero values) out of the unit sample?

. S

Implement the procedure polyR(s, p), which takes an instance of the Signal class (or one of
its subclasses), s, and an instance of the Polynomial class, p, and returns a new signal that is s
transformed by a polynomial in R. So, for example, if p is an instance of the Polynomial class,
withp.coeffs = [3, 2, 10], then the result of polyR(s, p) is a signal

3RRs + 2Rs + 10s

In your implementation, you can use any of the previously implemented signal constructors, in-
cluding Rn. Note that you don’t need to define a class to do this: just writing a single procedure
will suffice. Depending on how you choose to write your code, you may find it helpful to remem-
ber that any list, such as test, can be reversed by calling test .reverse ()

Wk.4.1.5 Do tutor problem Wk.4.1.5. ]
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Design Lab 4: Hitting a Wall

Introduction

This lab should be done with a partner. Each partnership should have a lab laptop or a personal
laptop that reliably runs soar. Do athrun 6.01 update to get the files for this lab, which will be
in Desktop/6.01/1ab4/designLab/, or get the software distribution from the course web page.

The relevant files in the distribution are:

e dl4Work.py: A file with appropriate imports for making state machines and plotting their
outputs.

e wallFinderWorld.py: A world with a wall for the robot to approach.

e smBrainPlotDistSkeleton.py: A simple brain with a place for you to write the state ma-
chine for the controller.

Be sure to mail all of your code and plots to your partner. You will both need to bring it
with you to your first interview.

In Design Lab 3, you developed a “distance-keeping” brain to position a robot a fixed distance in
front of a wall (even when the wall moved). This week, we will develop a model of that system,
and we will use the model to understand the performance of the brain/robot system (Were the
responses fast or slow? Did they overshoot or oscillate?).

The brain/robot system is an example of a simple control system with a single input (the desired
distance to the wall) and a single output (the actual distance to the wall). We can think of the
control system as having three subsystems: a controller (the brain), a plant (the robot’s locomotion
system), and a sensor (the sonars).

error command
X —>®—> controller > plant

v
o

—T sensor |«

Figure 1 Structure of Control System

Think of the input as being set by a user (e.g. you) or by some planning system that the robot uses
to navigate in the world (e.g. a state machine that moves the robot from one target point to the
next in some sequence). Thus, the input might stay constant for some period of time, and then
change to a new value for some period of time, and so on.

Generally, we design the controller to command the plant so that its (the plant’s) output Y tracks
some desired value X. For example, in the case of asking a robot to stay a particular distance from
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a wall, we want the output Y to be as close as possible to the input X. Since the plant is typically
a physical system, the output of the plant (e.g., the position of the robot) is not easily compared
directly with X. Rather, the physical output is measured by the sensor, whose output (which is
typically electronic) can be subtracted from X to determine the error. Ideally, the output of the
sensor is proportional to the output of the plant. More generally, however, the sensor introduces
its own distortions, delays, and noise.

[ Wk.4.2.1 If you haven’t already done it, do tutor problem Wk.4.2.1.

Difference equations for wall finder

Make a simple model of the brain/robot system, as follows. Let D, (the ‘0o’ stands for output)
represent the current distance from the robot to the wall, and let D; (the ‘i’ stands for input)
represent the desired distance to the wall. Also let V represent the forward velocity of the robot.
Let T = 0.1 seconds represent the time between steps.

=

I
— D
—..Do

Assume that the robot immediately achieves the commanded velocity when it receives the com-
mand and that it maintains that velocity until it receives the next command. In other words, the
robot is able to instantly achieve a particular velocity, and it holds that velocity constant until
asked to change it.

s ~

Check Yourself 1. Assuming these velocity commands and the initial actual distance to the
wall are as given below, what is the distance to the wall on step 1?

Vo) =1

V[i]:Z D= a_\l Luqﬂ( ri éi ?_Cﬁl/e[

vl gine L

Lade: | | sec latier e W
Assume the system has the structure shown in Figure 1. Assume that the sensor measures the
current distance D, and generates the sensed distance D, which is equal to the current distance
D, delayed by one step time. Let E represent the error signal D; —Dj. On each step, the controller
should command a forward velocity V in proportion to the error so that V = kE. Choose k so
that the velocity is 5m/s when the desired location is 1 m in front of the robot (think about the
previous figure showing the position of the robot in order to help frame this calculation for k).

5=kl

wﬁ.g
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\

Check Yourself 2. Fully label the following diagram for the brain/robot system. Include D,
Di, Ds, V, E.

QL»@E—b controller \/% plant Dp %»

sensor <t

;

Write down, using constants T and k as well as the signals you labeled on the figure, difference
equations that relate the inputs and outputs of

o the controller [ \[= kE ) | J
o themodeloftheplant[ Oq i} VU7 T ﬁ;oo Rz A ] lee

gelf
e the model of the sensor[ % D;_ 05 }
Je= =B Os-0p¢

Wk.4.3.1.1-3 Enter the coefficients of your difference equations into parts 1, 2, and 3 of
tutor problem Wk.4.3.1.

_ >y

B&@bz(ﬂ dickal

6@6 %M . [0}5 of Wo/‘«1
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Combine these equations to derive a difference equation that relates D, to Dy, by:

1. Converting the difference equations to operator equations in R,
2. Solving for D, in terms of Dy, and
3

. Converting the result back to a difference equation.

~
J

See gtk

Wk.4.3.1.4 Enter the coefficients of your difference equation into part 4 of tutor prob-
lem Wk.4.3.1.

State machines primitives and combinators

We can create all linear time-invariant systems by combining two primitive state machines in
different ways: sm.Gain and sm.R.

The sm.Gain state machine is really just a pure function: the output at step n is the input at step
n, times a constant, k. The state is irrelevant. The reason we create this as a type of state machine
is that we want to use the principles of PCAP to be able to combine it with other state machines
to create new kinds of state machines.

class Gain(SM):
def __init__(self, k):
self.k = k
def getNextValues(self, state, inp):
return (state, self.k*inp)

The sm.R state machine is a renamed version of the Delay state machine. It takes a value at
initialization time which specifies the initial output of the machine; thereafter, the output at step
n is the input at step n — 1.
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class R(SM):
def __init__(self, v0 = 0):
self.startState = v0
def getNextValues(self, state, inp):
return (inp, state)

For the purposes of building LTI systems, the feedback addition composition will be useful. It
takes two machines and connects them like this (note that we are using generic boxes here, those
boxes would be a triangle if the state machine were simply a gain, or would be labeled with an R
if the state machine were a delay, or could be some more complicated feedback loop):

————><:>——> mi =
T m2

If m1 and m2 are state machines, then you can create their feedback addition composition with

A

newM = sm.FeedbackAdd(ml, m2)

Now newM is itself a state machine. So, for example, newM = sm.FeedbackAdd(sm.R(0),
sm.Gain(1)) makes a machine whose output is the sum of the inputs from step 0 up to but
not including the present step. You can test it by feeding it a sequence of inputs; in the example
below, it is the numbers 0 through 9:

>>> newM.transduce (range (10))
fo, o, 1, 3, 6, 10, 15, 21, 28, 36]

Feedback subtraction composition is the same, except the output of m2 is subtracted from the
input, to get the input to m1. (Note the minus sign next to the output o@as it is fed into the

adder.) You can use it like this:
\

newM = sm‘FeedbackSubtract(ml,(és)fﬁ

-—»@_—» ml
T m2

Note that if you want to apply one of the feedback operators in a situation where there is only one
machine, you can use sm.Gain(1.0) or sm.Wire() as the other argument.

Y

A
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Check Yourself 3. Use gains, delays, and adders to draw a system diagram for the first sys-
tem in tutor problem Wk.4.2.1. (That is, the tutor problem that you did
before coming to lab).

Cor ot

Check Yourself 4. Use gains, delays, and adders to draw a system diagram for the second
system in tutor problem Wk.4.2.1.

Check Yourself 5. Use gains, delays, and adders to draw a system diagram for the third sys-
tem in tutor problem Wk.4.2.1.
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[ Wk.4.3.2 Do tutor problem Wk.4.3.2.

Check Yourself 6. Use gains, delays, and adders to draw a system diagram for the controller
in the wall-finder system.

Check Yourself 7. Use gains, delays, and adders to draw a system diagram for the plant in
the wall-finder system.

Check Yourself 8. Use gains, delays, and adders to draw a system diagram for the sensor in
the wall-finder system.
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Check Yourself 9. Connect the previous three component systems to make a diagram of the

wall-finder system. Label all the wires. Draw boxes around the controller,
plant, and sensor components.

Checkoff 1.

Show your system diagrams to a staff member. Identify the instances of
cascade and feedback composition for the wall-finder system.

o

Wk.4.3.4

Do tutor problem Wk.4.3.4. We encourage you to write your code in
dl4Work.py and test it within Idle before copying it into the Tutor

J

Withavalueof T = 0.1 and an initial distance to the wall of 1.5 meters, experiment with different
values of the gain. You can do this using the plotD procedure, defined in d14Work.py. For a
given gain value, k, it will make a plot of the sequence of distances to the wall. Be sure to use
your code running within Idle.

-

Checkoff 2.

Find three different values of k, one for which the distance converges mo-
notonically, one for which it oscillates and converges, and one for which
it oscillates and diverges. Show plots for each of these k values to a staff
member. Save screen shots for each of these plots (you can find instruc-
tions under the Reference tab of our home page.)
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Wk.4.3.6 Enter the gains you found into the tutor.

On the simulated robot

Implement a brain for the wall-finder problem using a state machine, as described in Section 2.

Recall that the robot itself is the plant and so we do not need to write any code for that. We have
already implemented a Sensor state machine which outputs a delayed version of the values of
sonar sensor 3 (the robot actually has relatively little delay in its sensing).

Your job is to implement the Controller state machine, which takes as input the output of the
sensor state machine, and generates as output instances of io.Action with 0 rotational veloc-
ity and an appropriate forward velocity. It should depend on dDesired, which is the desired
distance to the wall. Do this by editing the getNextValues method of the Controller class in
Desktop/6.01/1lab4/designlLab/smBrainPlotDistSkeleton.py. Your controller should at-
tempt to make the output of sonar sensor 3 be equal to 0.7, even though sensor 3 doesn’t point
straight forward.

For each of the three gains you found in Checkoff 2, run the simulated robot in the simulated
world specified in Desktop/6.01/1ab4/designLab/worlds/wallFinderWorld.py. When-
ever you start or reset the world, the robot will be 1.5 meters from the wall it is facing. Save
the plot from each of these runs. You can find instructions for saving plots as screen shots under
the Reference tab of our home page.

( —
Checkoff 3. Show your plots of the robot simulations from each of runs to a staff mem-
ber. Compare them to the plots you got by running the state machine

models. Explain how they differ and speculate about why. Email your
code and plots to your partner.
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6.01: Introduction to EECS 1

Week 5 October 5, 2010

6.01: Introduction to EECS I

Predicting System Performance

Week 5 October 5, 2010

Outline

e System functions: primitives and compositions
e L e

e Modes of feedback systems

e Finding and interpreting poles

Reading: Chapter 6

Midterm exam:

e Tuesday, October 12, 7:30—-9:00 PM

e 32-141 or 32-155

e Any printed material okay

e No computers or phones

e Make-up: Wednesday, October 13, 8:00-9:30 AM;
email welg@mit.edu

Feedback and Control

Feedback and Control

Feedback is pervasive in natural and artificial systems.
’-——-.._____________ -

Turn steering wheel to stay centered in the lane.
Conteolly Plan}

desired | . I
i — —» car ‘——u
position driver

actual
position

Feedback is useful for regulating a system's behavior, as when a
thermostat regulates the temperature of a house.

. heatin
desired —»| thermostat ] : >

actual
temperature 1‘ system

temperature

Feedback and Control

Feedback and Control

Concentration of glucose in blood is highly regulated and remains
nearly constant despite episodic ingestion and use.

i : - glucose
st e digestive glucose‘c:rculatory <+ I' > cells &
system system |« D2H L tissues
h Y
glucose I insulin
pancreas
(3 cells)
\
Just
hJ. food ._..®_. body » glucose
I" - concentration
an
Pl' SR pancreas

(3 cells)

concentration

Motor control relies on feedback from pressure sensors in the skin
as well as proprioceptors in muscles, tendons, and joints.

Try building a roboti@ unscrew a lightbulb!

Shadow Dexterous Robot Hand (Wikipedia)

T
Lead bact.
I'u-! 50&“1‘(9

- M (’4}/ ”4 Pq/mpl
c{en& Wﬂ/{& be CM}mUéf
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Important features of behavior

Performance analysis CL[/G{QHL,
I /

We can quantify the performance of a system by characterizing the

signals that the system generates. '
P(‘Of@(hf) o( 5\/5!!"1

desired position

wallFinder
JE— | .

& robot
time time

b

desired position

wallFinder
& robot

time f\\ time

{ What are the important features of this outHLt signal? J

l J
OVU’MW{ qni

adverl:h.ak
0 Y .
| setHliy T ey 4 pf

- CDVM) é‘!gﬂtflp ¢d, .IAM' t dmL{;J

Analyzing systems

System functions

Our goal is to develop representations for systems that facilitate
analysis.

signal signal
9 —»| system |——» 9
in out

Examples:

+ Does the output signal overshoot? If so, how much?

« How long does it take for the output signal to reach its final value?
e Does it ever reach a stable final value?

Any( LTf;ystem is completely characterized by the relationship be-
tween the input signal X and the output signal Y.

We call this relationship,

H=2

X
th It is independent of any particular input signal,

just as a mathematical function or a Python procedure is an entity,
independent of its arguments. ' !
~§ha |inear

System functions for LTI systems are always
ratios of polynomials in R.

R*dd‘“f/o\clieﬁs/ek/

LO‘M"* onlv prenrls on Pfl?n/;M !"n s/nof M ey o..»fpdﬁ

{ Feed-forward/SFs

Feedback SFs

Gain: Y =kX
¥

H= ¥ = k

Delay: Y =RX

Y
HAX_R

Combinations: Y = 3R2X — RX + 2X

H=Y _sr2_my2

Xk______’l

System functions for feed-forward systems have
1 in the denominator.

Consider a simple system with feedback.

Mpi mdths here

X —{(1)
<G —E
Y=X+pRY
(1-pR)YY =X
- X cbin &
1-mR § Y

System function

Y 1
H_f_ 1-pR

¢ shil hae

‘C)(\ T‘\a} :3 &\{“Ut’ft((
“near gt of it Pt oy
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Feedback

Feedback: Cyclic signal flow paths

The reciprocal of 1 — pgR can be evaluated using synthetic division.

1 +mR +;)%'R2 +pi§7?,"‘ +--

1-pgR|1
1 —mR
mR
mR —pgTs’_"z
J%T\’_z
pg'R,z —;)ﬁ'R:’
pgR:s
pg'f\’.:; 71167\1'1
Therefore
. II?OR =14+pR + pﬁRZ + ]aa'R:‘ + pﬂ’RJ: .

Feedback implies cyclic signal flow paths.

—_—

z[n] = 8[n]
oo > )
X = = J Y
L@[
LA S
X 1-pR

i
Show do YW ke hov o ovglate

~7

Feedback: Cyclic signal flow paths

Feedback: Cyclic signal flow paths

Feedback implies cyclic signal flow paths.

z[n] = §[n]

X C\ %Y
Y 1
E—m—lﬁ-p[ﬂa‘fﬂ”

Feedback implies cyclic signal flow paths.

z[n] = &[n]
X =) .Y
N
) oftth 5 nuH)fJ”/d{ eady
¢ fime [}
Y 1 .03 L 904
TNt + poR + pdR2 + piR3 + iR + ...

All cyclic paths must contain at least one delay.

dar “Jw(d’

ﬂ?adclzﬁ fram stad emgly fing

Example: Accumulator

System functions for LTI systems

. N
§=ﬁ=1+72+122+73"+7a“+-~ X‘@TI

If input is non-zero starting at time zero, then can see output will
be governed by

L1+R14+R+RE1+R+RE+RY,--.
Thus, if input is

Ratio of polynomials in R:

y[n] + aryln — 1] + agyln — 2] + agy[n — 3] + - -
= bpz[n] + bizln — 1] + box[n — 2] + baxln — 3] + -+
rrdl form
(1+ @R+ R+ agR% + .- )Y = (by + bR + boR2 + byR> + -

] =2in] D(R)Y = N(R) X
1,1,1,1,++
Y N(R)  by+bR+bR2+bgR3 + --- act
If input is X D®R) 10+ a1]’R +agR2 + a;R"’ I ‘634(1, &M{FL P
ali= {D, if n<0;
1, otherwise. Persistent part of response of such a system is associated with de-
1,2,3,4,+-- nominator.
-'_-""-_\—-—_ e
! 1. _ | vord i
A mas b B atud 3 | i = 12t g O O RO
g N |
e Walk g didsisn  Y=~2RY+¥
=xampie ANInle=Uy oy



6.01: Introduction to EECS 1

Week 5 October 5, 2010

System functions: Why do we care

PCAP: Primitive SFs

PCAP system on system functions makes it easier to combine models
e —
than manipulating systems of operator equations.
hh_..______.h-_‘_-—-_-__-_.__._—_._--_‘—

System functions expose important analytic properties of the system.
-——

Gain: Y =kX
Y
H—T—L

Delay: Y =RX

Y
Hfj\;fT\’.

Combining SFs: Sum

losured Wluna 6%*0"1 fma{’?an s p s Polynomels ;1,4
—

Combining SFs: Cascade

The system function of the sum of two systems is the sum of their
system functions. This relies on properties of ratios of polynomials:
their sum can be written as a ratio of polynomials.

Yi=HX Yo = Hp X
Hy
X @E—=Y
Ho
Y="+Y -/alr&uly &w, QbJ{(adL"f
=M X+ HoX ~ v )
= (Hy+ H2)X dOﬂ } \M’N Wlld‘) g h Lﬂ“
=HX

where H = Hy + Hs.

The system function of the cascade of two systems is the product
of their system functions. This relies on properties of ratios of
polynomials: their product can be written as a ratio of polynomials.

W=HX Y = HoW

Y = HoW édm as f‘F
= HoH\' X
(€
. versed or&e«

where H = HoHj.

Combining SFs: Negative feedback

wall finder

Concentrate on negative feedback and Black’'s formula:

XY
Y = Hi(X — HoY)

Y + HiHa2Y = Hi X
Y(1+4 HiHg) = Hh X

Y= Hy .
T 1+ HHs
Y=HX
where
—_ H]-
o= 1+ M Hy ~

Control the robot to move to desired distance from a wall.

vin
controller '—H>| plant }——- dg(n]

ds[n]

e[n]

sensor

Controller (brain): sets velocity « error
\
V=KE Pmyorhm‘
Plant (robot locomotion): integrates velocity to get position:

Ds=RD,~TRV W/ atcvadldhor

Sensor: introduces a delay\ f ,_dﬂ".—.-
=2 r J

s =RD,

QT pog
15 dpdp-1 = —TRV

bl ¥ agd u\OM vl -t
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Use composition to find SF

Wall finder

Controller
4
}1& = ]5 = I{
Plant
D, TR
B=v=1_%
Sensor
Sl I)s s
Hy= e
Cascade: Controller and Plant
D, -KTR
Hp=g=5-%
Negative feedback: ControllerPlant and Sensor .
Do KIR _KTR Ccl\qmoh’rl’m vhet

D; " 1+R(=ELR) “ 1-R-KTR?

Cobot il 4,

—cotverd b difE

The behavior of the system depends critically on KT,

doln)

e Lt
wrecee Tt
S 11 51

& t f‘fy Sanm

ples A

Geometric growth

Geometric growth

If traversing the cycle decreases or increases the magnitude of the
signal, then the output will decay or grow, respectively.

X =) 7T »Y X —() ST Y

y[n] y|n

wee ses

n n
-1012 3 4

Unit sample response:

— geometric sequences: y[n] = (0.5)" and (1.2)" for n > 0.

These_system responses can be characterized by a single number
(the, which is the base of the geometric sequence.

“long Him X—O .y

behetlor <@
Boifn>=0;
q[rl] _ JJO mn
otherwise.
uln] uln] y(n]
oiLLﬂ_a M n
-101 23 -10 12 3 4 -1012 3 4
po=0.5 po=1 r=12

Check Yourself

Geometric growth

( What value of py represents the signal below?

yln]

@,JO:_.M ¢ 0nky will alleigle 1€ naj\tf:‘uﬁ Snlg
e
v ==k

3. po=0.25 interspersed with py = —0.25

The value of py determines the rate of growth.

yln] y[n] y[n)

G b

(3]

-1 0 1
po < —1: magnitude diverges, alternating sign
—1 < pg < 0: magnitude converges, alternating sign
0 < pgp < 1: magnitude converges monotonically
M > 1:  magnitude diverges monotonically

l"\(:)‘“) f)i n?' ng nq
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Second-order systems Second-order systems
The unit-sample response of more complicated cyclic systems is The unit-sample response of more complicated cyclic systems is
more complicated. more complicated.

Not geometric. This response grows then decays.
T i —

Second-order systems: Additive decomposition Additive decomposition: partial fraction expansion
This system function can be written as a sum of simpler parts. 1 o A + B
(1-09R)(1-0.7R) ~ 1-09R " 1-0.7R
X —{(3) Y Cross multiply
1= A(1-0.7R) + B(1-0.9R)

q Collect like terms
1=(A+B)— (0.7A+ 09B)R
! X ®_. ¥ So, we have
Hy 1=A+B
0=0TA+09B
So, A=4.5 and B =-3.5, and

Y = X + 1L6RY — 0.63R?Y
(1-16R+0.63RY)Y = X

., v s s {opd hark

¥ _ 1 = 1 X 1-09R 1-07R
X 1-16R+0.63R? (1-0.9R)(1-0.7R)

1[ac|'0r + ¢olug [0f3 W of math l,

Second-order systems: Additive decomposition / Second-order systems: Additive decomposition
LA %@a{ Operation of sum of systems on a signal §
X 1-09R 1-0.TR
_5 4\&@m (Hy + Ho)S = H1S + HoS
Our system
X + Y _Y _ 45 35
=5 H=%=1"ter 1-om M+l
: Unit sample response:
+ e to H; is a geometric sequence.
¢ to Ho is a geometric sequence.

e to H = Hy + Hs is the sum of geometric sequences.
Actual values

If z[n] = 8[n] then y;1[n] = 0.9" and yz[n] = 0.7" for n > 0.
Thus, y[n] = 4.5(0.9)" — 3.5(0.7)" for n > 0.

Mode with biggest base eventually governs behavior

it
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Sum of geometric sequences

More dramatically

Mode with biggest base eventually governs behavior

yi[n] =07 for n >0

-10 12345678

yaln] = 0.9" for n >0
jTTTTTTT?';;

-10 123456738

y[n] = 4.5(0.9)" — 3.5(0.7)" for n >0

A

O

-10 12345678

< t/Hfl}m“] r J}j

e wig

¢ g Cobltim
dostinafes ot

01, 200 - bismommeom
—-L2R T 1-05R

Analysis of more complicated systems

Analysis of more complicated systems

Rational polynomials can be realized with block diagrams of the
following form:

X —l—v Y
:
R 'Fcul. Forvard

A Uy
JF tedhal. lonp
f 1-1-r11’,0‘?,-{-(1,2'."\’."-i—(z;'n'i’,l

Y b+ bR+ R?+ 3R +

Modes can be identified by expanding system functional in partial
fractions.

Y bp+ bR+ bR2 4 baR3 +
x 1+ a1R + asR? + agR3 + .
Factor denominator:
s b + MR+ bR2 + byR3 +
X~ (1-poR)(1—pR)(1 - p2R)(1 — psR) -+
Partial fractions:
Y C C C
X l—j’(J](]R+ 1—]:1R+ 1—;27?,

b

(dn Aluaysfaro

44+ Do+ D1R+ DoR2 +

One mode of the form pf arises from each factor of the denominator.

IhrlfH‘ ncd VMH% Yo Colve

/Ccﬂ

Analysis of more complicated systems

Easy way to find poles

v

Modal decomposition provides an alternative block dragrag (EF\/N{'_,
e —eee.

v o fuls

X —1(+
-

dele

e

Y v
\ﬁ? [)
5—*@—»6?
h<
™

-4

3

i ~®
huavior ) % L

l N
fraiet, iD‘ | T —0

(l\iu, am,‘ M T

The upper part is cyclic; the lower part is acyclic.

The poles are also the roots of the denominator of the system func-
tional when R — L.

Start with system functional:
¥ 1 2 1 3 1
X 1-16R+0.63R2 ~ (1-poR)(1-pmR)  (1-0.7R) (1-0.9R)
0.9
r1=0.

Po=0.7

Substitute R — % and find roots of denominator:

¥ _ 1 _ 22 _ 22
X L6 063 7 22-1.624+0.63 (2—0.7)(2—0.9)
L= —t—p A A A
£ FZAN 4| =07 z1=0.9
M N
poles are at 0.7 and 0.9 \, P @7’ q,t/d{m}k,

e
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Check Yourself

Properties of signals

Consider the system described by

1 1 1
yln] = —7uln — 1) + gyln — 2| + 2[n — 1] - 5a{n - 2]

B

[ How many of the following are true?

1. The unit sample response converges to zero. \/

2. There are poles at z = ’.11 and z = 1.

3. Thereis a pole at z =

4, There are two poles.

5

dv’*‘ '“‘
A signal is transient if it has finitely manM -zero samples. Oth-
erwise, it is persistent.

A signal is bounded if there is exist upper and lower bound values
such that the samples of the signal never exceed those bounds;
otherwise it is unbounded.

e A transient input to an acyclic (feed-forward) system results in
a transient output.

s A transient input to a cyclic (feed-back) system results in a
persistent output.

V=t RY ¥ R -5 X
\’(! a-‘/q&*j ‘/3\{({’1) e /1R2)

fai

ﬂ,-’i/\!),_ 3
WR-%

Poles: Summary

Dependence on pole magnitude

e The poles of a system are the roots of the denominator poly-
nomial of the system function in 1/R.
¢ The dominant pole is the pole with the largest magnitude.

Giran Aogj not W/H'@f

Response to a bounded input signal, if the dominant pole has
magnitude
e > 1: output signal will be unbounded
e < 1: output signal will be bounded
if the input is transient, output signal will converge to 0.
e 1: output signal will be bounded

A system is stable if the output signal is bounded.

Chaacterizp am 6yskom

Dependence on pole type

This Week

Response to a transient input signal, if the dominant pole is

e real and positive: output signal will, after finitely many steps,
begin to increase or decrease monotonically. NQ 055[

« real and negative: output signal ,will, after finitely many steps,
begin to alternate signs. (,'(

e complex: output signal will; after finitely many steps, begin to
be periodic, with a period of 27/{, where {2 is the 'angle’ of the
pole in the complex plane. (J 3‘5;

L] pecidly - conge b0 ()
7) Pef‘za&‘% < wn bende L

Software lab: Class for manipulating system functions
Design lab: Analyzing robot control system for stability

Midterm exam:

e Tuesday, October 12, 7:30-9:00 PM

e 32-141 or 32-155

e Any printed material okay

e No computers or phones

e Make-up: Wednesday, October 13, 8:Q0-9:30 AM:C{C‘
email welg@mit.edu




6.01 SWLab 5: System Function Class — Fall 2010

Software Lab 5: System Functions

Setup

e Using a lab laptop or desktop machine: Log in using your Athena user name and pass-
word; in the terminal window, type athrun 6.01 update. Work in the directory Desk-
top/6.01/1lab5/swlab.

e Using your own laptop: Download the zip file for software lab 5 from the Calendar tab of the
course web page, unzip it, and work in the resulting directory.

System Function Class

The software lab for this week is to implement a Python class that represents LTI systems and to
implement useful operations on systems described this way. Section 4 of this handout contains
examples of the operation of this class.

We will represent a system in terms of its system function, as a ratio of polynomials in R. We can
use a SystemFunction class with the following methods:

e __init__(self, numeratorPoly, denominatorPoly): takes two instances of the Poly-
nomial class as input and stores them in this SystemFunction instance as the attributes nu-
merator and denominator.

e poles(self): returns a list of the poles of the system. Remember that the poles are the roots
of the polynomial in z, where z = 1/R.

e poleMagnitudes(self): returns a list of the magnitudes of the poles of the system. The
magnitude of a real pole is simply its absolute value. The magnitude of a complex pole is
the square root of the sum of the squares of its real and imaginary parts. The abs function in
Python does the appropriate computation for both types.

e dominantPole(self): returns a “dominant” pole, that is, one of the poles with the greatest
magnitude (there may be more than one with the same, largest, magnitude; in this case, return
any one of them).



Step 1.
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Edit sfSkeleton.py to contain your implementation of these methods. You can test it using
s15Work.py, which will load your sfSkeleton.py. We have set up s15Work. py to import your
definitions from sfSkeleton.py as sf, so that the examples match those in Section 4.

Hints and cautions

e To create a Polynomial, use poly.Polynomial([...])

e None of the operations that you implement should change any of their arguments. Be
very careful of list operations that modify the input lists; e.g., x.append, x.insert and
X.reverse.

e Ifyouhavealistbound to the variable x, then x . reverse () reverses the order of the elements
of the list x. If you want to avoid affecting the original x you need to copy the list first, for
example, by doing y = x[:]. Note thaty = x does not copy the list, it simply creates a new -
name for the same list.

e You might want to use the procedure util.argmax(1l, f), which takes as input a list 1 and
a procedure f that can take an element of 1 as input and return a numerical score as ouput.
The result is the element of 1 for which f outputs the highest score.

Wk.5.1.1 Once you have debugged your code in Idle, paste it into this tutor prob-
lem, check it, and submit it.




Step 2.

Step 3.

Step 4.

Step 5.

6.01 SWLab 5: System Function Class — Fall 2010 3

Combining System Functions

We can also implement two basic operations for combining system functions, analogous to opera-
tions we saw for state machines. They are described in detail in Chapter 6 of the course readings.

L WKk.5.1.2 Get practice with cascade combination of system functions. }

In sfSkeleton.py, implement the procedure Cascade (sf1, sf2), which takes two instances
of the SystemFunction class and returns a new instance of that class that represents the cascade
composition of the input systems. Although this is a procedure and not a class, we capitalize the
name by analogy with the sm.Cascade class.

Wk.5.1.3 Once you have debugged your code in Idle, paste it into this tutor prob-
lem, check it, and submit it.

[ Wk.5.1.4 Get practice with feedback-subtract combination of system functions. }

In sfSkeleton.py, implement the procedure FeedbackSubtract (sf1, sf2), which takes two
instances of the SystemFunction class and returns a new instance of that class that represents
the feedback subtract composition of the input systems. Although this is a procedure and not a
class, we capitalize the name by analogy with the sm.FeedbackSubtract class.

Wk.5.1.5 Once you have debugged your code in Idle, paste it into this tutor prob-
lem, check it, and submit it.
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Examples

These examples, drawn from the notes, are included in s15Work. py.
Real poles:

>>> s1 = sf.SystemFunction(poly.Polynomial([1]),
poly.Polynomial ([0.63, -1.6, 1]))

>>> print si

SF(1.000/0.630 R**2 + -1.600R + 1.000)

>>> sl.poles()

[0.90000000000000069, 0.69999999999999951]

>>> si1.poleMagnitudes()

[0.90000000000000069, 0.69999999999999951]

>>> s1.dominantPole()

0.90000000000000069

Complex poles:

>>> s2 = sf.SystemFunction(poly.Polynomial([1]),
poly.Polynomial([1.1, -1.9, 1]))
>>> print s2
SF(1.000/1.100 R**2 + -1.900R + 1.000)
>>> s2.poles()
[(0.94999999999999996+0 . 444409720865779573), (0.94999999999999996-0.444409720865779573)]
>>> s2.poleMagnitudes()
[1.0488088481701516, 1.0488088481701516]
>>> 82.dominantPole()
(0.94999999999999996+0 , 44440972086577957 j)

Driving to a wall example from the notes:

>>>T =0.1

>>> k = -2.0

>>> controller = sf.SystemFunction(poly.Polynomial([k]),

poly.Polynomial([1]))

>>> print controller

SF(-2.000/1.000)

>>> plant = sf.SystemFunction(poly.Polynomial([-T, 0]),
poly.Polynomial ([-1, 11))

>>> print plant

SF(-0.100R/-1.000R + 1.000)

>>> controllerAndPlant = sf.Cascade(controller, plant)

>>> print controllerAndPlant

SF(0.200R/-1.000R + 1.000)

>>> wall = sf.FeedbackSubtract(controllerAndPlant)

>>> print wall

SF(0.200R/-0.800R + 1.000)

>>> wall.poles()

[0.80000000000000004]
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6.01 DL5: Staggering proportions — Fall 2010 $ |

Design Lab 5:
Staggering Proportions

Introduction

This lab should be done with a partner. Each partnership should have a lab laptop or a personal
laptop that reliably runs soar. Do athrun 6.01 update to get the files for this lab, which will be
in Desktop/6.01/1ab5/designLab/, or get the software distribution from the course web page.

The relevant files in the distribution are:

propWallFollowBrainSkeleton.py: A brain with a place for you to write the proportional
controller.

wallTestWorld.py: A world with a wall for the robot to follow. (This file appears in the
worlds subdirectory)

d15Work.py: A file with appropriate imports for making system functions and finding their
properties.

Be sure to mail all of your code and plots to your partner. Each of you will need to bring
copies with you to your first interview.

In this lab, we will program the robot to move along a wall to its side, maintaining a constant,
desired distance from the wall. We will use a simple proportional controller, and model it as a
system with the same structure that we used for last week'’s wall finder system.

error command
D; —*@—> controller » plant > D,
T sensor |«
The steps in this lab are:

Build a proportional controller for a robot and test it in simulation with different gains.

Build an analytical model of the controller-plant-sensor system, both by hand and using the
SystemFunction class.

Use the model to gain understanding about the best gain to use for the controller and what
kind of behavior to expect from the system.
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Definitions of symbols

Here are the definitions of various symbols we will use in this lab. The descriptions might not yet
make sense to you, but we put them here so you can refer back to them as you work.

e k: gain of the controller, a constant number

e V: forward velocity of the robot, a constant number

e T: the amount of time between discrete samples of the signals, a constant number

e D; : desired distance of the robot to the wall, a signal whose samples are d;[n]

D, : actual distance of the robot to the wall, a signal whose samples are do [n]
e E: error, equal to D; — D,, a signal whose samples are e[n]

© : robot’s angle with respect to the wall, a signal whose samples are 0[n]

Q : robot’s angular velocity, a signal whose samples are w(n]

Proportional wall-follower

Oln—1]
do|n]

]
[}
]
[}
] >
l
Ol .
=
g
Oy diln] =04 m
1 =

The figure above illustrates a robot in a hallway, with its desired path a fixed distance from the
right wall. We can build a controller with a fixed forward velocity of V = 0.1m/s, and adjust
the rotational velocity w(n] (not shown) to be proportional to the error, which is the difference
between the desired distance di[n] = 0.4 m to the right wall and the actual distance d,[n]. The
constant of proportionality between the error and the rotational velocity is called the gain, and we
will write it as k. Notice that when the rotational velocity w[n] of the robot is positive the robot
turns towards the left, thus increasing its angle 6[n].

Look in the file propWallFollowBrainSkeleton.py. The brain has two state machines con-
nected in cascade. The first component is an instance of the Sensor class, which implements a
state machine whose input is of type io.SensorInput and whose output is the perpendicular
distance to the wall on the right. The perpendicular distance is calculated by getDistanceRight



Step 1.

Step 2.

Step 3.
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in the sonarDist module by using triangulation (assuming the wall is locally straight). All of the
code for the Sensor class is provided.

The second component of the brain is an instance of the WallFollower class. Your job is to
provide code so that the WallFollower class implements a proportional controller.

Check Yourself 1. What should be the types of the input to and the output from a state ma-
chine of the WallFollower class?

Implement the proportional controller by editing the brain. Then use soar to run your brain in the
world wallTestWorld.py. The brain is set up to issue a command during the setup to rotate the
robot, so it starts at a small angle with respect to the wall.

Experiment with a few different values of the gain k of the controller (within the range 0 to 20).
Generate slime trails to illustrate how the system’s performance depends on the value of k; how
does it affect the convergence of the output to the desired value? Be sure to take and save screen
shots of at least three slime trails.

Checkoff 1. e Show your slime trails to a staff member, and explain the implications
of the slime trails for choosing a good value of k.
e Compare the kinds of behaviors exhibited by the wall-follower system
to the range of behaviors of the wall-finder system from last week.

Mathematical model

Picking gains and trying them on the robot can become tedious, so we will build a model of the
wall-follower system, and use it to understand, analytically, how the performance of the system
depends on the gain. (Section 6.5 of the readings illustrates a similar modeling effort for the
wall-finder system).

Controller model: Assume that the controller can instantly set the rotational velocity w[n] to be
proportional to the error e[n]. Express this relation as a difference equation.

( |
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Step 4. Plant model: Write difference equations describing the “plant,” that is, an expression for do[nl],
that depends on w. It is useful to break this problem into two parts:

o Plantl: Write an expression for 8[n], the robot’s angular orientation with respect to the wall,
that depends on w. (Remember that the robot (or state machine) can only set new values for
variables based on values that were computed at previous times, or in other words, each of
the state machines in a brain update their variables in synchrony.)

i |

e Plant2: Write an expression for d,[nl, that depends on 8, by linearizing the relation between
d, and 0 using the small angle approximation (i.e., if 8 is small, then sin 6 ~ ). This approx-
imation makes our model linear, allowing us to analyze it easily. It is useful to think about
what its consequences are, for large angles, however.

| |

Sensor model: To keep things simple, we will model the sensor as a wire: that is, assume it
introduces no delay.

The subsystems represented by the three difference equations above connect together to form a
system of the following form. Label each wire in the block diagram with the name of the cor-
responding signal. You may also find it useful to label each of the boxes in this diagram with
the element of the model (controller, plantl, plant2) corresponding to each of the three difference
equations you derived.

G by

QL@_E.L\“’”:% . ;

Step 5.
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Wk.5.3.2 Enter the system function into the tutor by entering the numerator and
denominator polynomials.

4 Software model

Manipulating equations, as you did above, is useful because you can keep constants like k and T
as symbols, and see how they factor into the model. However, manual manipulation of equations
can be quite error prone. In this section, we will explore the use of our Python SystemFunction
class to model and analyze the wall-follower. The only drawback is that we will only be able to
ask it to do so for particular numeric values of k and T.

The SystemFunction class provides two primitive kinds of system functions: gain (sf.Gain)
and delay (sf .R). They are implemented as Python procedures, but named with uppercase vari-
ables by analogy with the sm.Gain and sm.R state machines.

def Gain(k):

return sf.SystemFunction(poly.Polynomial([k]), poly.Polynomial([1]))
def R():

return sf.SystemFunction(poly.Polynomial([1, 0]), poly.Polynomial([1]))

These can be combined, using sf .Cascade, sf .FeedbackSubtract, and sf.FeedbackAdd to
make any possible system function; and the structure of the combination will be the same as it
would have been to build up the analogous state machine.

Note that while the internal definitions of Gain and R use polynomials to construct them, by
abstraction you can use these system functions, together with our means of combination without
ever having to utilize these internal details.



Step 6.

Step 7.
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\
Check Yourself 2. Use gains, delays, and adders to draw system diagrams representing the

controller and each of the parts of the plant you derived in the previous
section.

=2 J

Edit the d15work.py file to implement Python procedures called controller, planti, and
plant2 that use sf.Gain, sf.R, sf.Cascade, sf.FeedbackSubtract, and sf.FeedbackAdd
to construct and return instances of the SystemFunction class that represent the three blocks in
the mathematical model. Pass the important parameters for each block (e.g., k) as inputs to the
corresponding procedure.

Write a Python procedure wallFollowerModel(k, T, V) that calls the previous Python proce-
dures to make system functions for the components and composes them into a single System-
Function that describes the system with desiredRight as input and distanceRight as output.

Wk.5.3.3 Enter the definition for wallFollowerModel and any procedures it calls
into the tutor. Do not enter any import statements.
- -y
'S I
Checkoff 2. Demonstrate to a staff member that, fork = 1, T = 0.1, and V = 0.1,

the system function returned by your model is the same as the one you
derived mathematically.




Step 8.

Step 9.

Step 10.
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Model predictions

Now, we will use our models to understand what the system can and cannot do. Let us assume
throughout this section that T = 0.1 and V = 0.1. These are reasonable values for our robots.

We know how to make predictions about how a system, starting at rest, will respond to a unit
sample signal as input. Our situation here is different, in that the system does not start at rest
and that the input is a persistent step signal (asking the robot to achieve a fixed distance from the
wall). We will see next week that the unit-sample response of the system at rest is nonetheless an
important predictor of behavior in the more general case.

Use the dominantPole method of the SystemFunction class, to determine what your model
predicts, for each of the gains 0.5, 1.0, 2.0, 4.0, and 10.0. In response to the unit sample signal as
input,

o Will the output signal oscillate?

o Will the output signal converge to 0?

e If it does converge to 0, how many time steps would it take for its magnitude to go below 0.01?
(In Python, math.log(v, b) computes logy, v.)

Find an algebraic expression for the poles of the system. Be sure it agrees with the software for
gains 0.5, 1.0, and 10.0.

~

_ v

Find the range of gains, if any, that will make the system stable (have bounded output in response
to bounded input).
-
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Checkoff 3. e Explain how you found the range of stable gains in the last step. Dis-
cuss how they relate to the behavior observed in the robot simulations
from section 2.

e Explain what can you do with a state machine representation of a sys-
tem that you can’t do with a system function representation of that
same system? What can you do with a system function representation
that you can’t do with a state machine representation?
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